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Abstract—Most of the scientific operation involve floating point
computations. It is necessary to implement faster multipliers
occupying less area and consuming less power. Multipliers
play a critical role in any digital design. Even though various
multiplication algorithms have been in use, the performance
of Vedic multipliers has not drawn a wider attention. Vedic
mathematics involves application of 16 sutras or algorithms. One
among these, the Urdhva tiryakbhyam sutra for multiplication
has been considered in this work. An IEEE-754 based Vedic
multiplier has been developed to carry out both single precision
and double precision format floating point operations and its
performance has been compared with Booth and Karatsuba based
floating point multipliers. Xilinx FPGA has been made use of
while implementing these algorithms and a resource utilization
and timing performance based comparison has also been made.

Keywords:- Vedic multiplication, FPGA, Floating Point

I. INTRODUCTION

Fixed point and floating point number representations are
being widely used by various applications as in the design
of Digital Signal Processors (DSPs). High speed computation
with high degree of accuracy are quite essential in a broad
range of applications form basic consumer electronics to
sophisticated industrial instrumentation. When compared to a
fixed point representation, floating point can represent very
small and very large numbers, thereby increasing the range
of representation. Dynamic range and precision considerations
determine whether fixed point or floating point representations
are to be used for a specific application. An example, where
dynamic range requirements demand the usage of floating
point representation is matrix inversion. Various floating point
arithmetic operations are extensively supported by all the mi-
croprocessors and computer systems. Among various floating
point arithmetic operations, multiplication is more frequently
used in many applications. The efficient FPGA implementa-
tion of complex floating point functions requires the use of
efficient multiplication algorithms. An efficient multiplication
algorithm, which facilitates optimized utilization of resources
and minimum time delay must be used for effective implemen-
tation of floating point processors. A floating point multiplier
is the most commonly used component in many digital ap-
plications such as digital filters, data processors and DSPs.
About 37 % of the floating point instructions in benchmark
applications constitute floating point multiplications [1].

Apart from high performance, energy efficient hardware
for performing floating point multiplication is necessary for
embedded systems. Crucial part of floating point multiplication
involves multiplication of mantissa. Increase in the number of
applications involving repeated use of multiplication and the
need to complete multiplication faster with limited number of
resources resulted in many multiplication algorithms. Among
various algorithms, Urdhva Triyakbhyam originating from
Vedic mathematics is found to be efficient in terms of area as
well as time. Vedic mathematics put forth by Swami Bharati
Krishna Tirtha as an embodiment of 16 sutras and 13 sub
sutras provide algorithms for various arithmetic operations
[2], [3]. The IEEE 754 standard specifies format for floating
point representation of numbers. In addition, this format also
specifies floating point arithmetic, inter conversion between
floating point and integer formats, conversions among various
floating point formats, and handling of exceptions. Another
efficient algorithm is Karatsuba algorithm, which is based on
divide and conquer approach [4], [5]. The rest of the paper
is organized as follows: section II provides literature review,
section III presents IEEE-754 floating point multiplier, section
IV gives an overview of vedic sutras, section V presents results
and simulation analysis and the final section concludes.

II. LITERATURE REVIEW

The floating point numbers in binary number system are
represented in two formats namely, single and double preci-
sion. These formats are characterized by exponent, mantissa
and sign fields. The single precision comprises of 32- bits with
23- bit mantissa, an 8- bit exponent and one sign bit. The
double precision comprises of 64- bits with 52- bit mantissa,
11- bit exponent and one sign bit. The sign bit represents
the sign of the number. A ′0′ in the most significant bit
(MSB) position denotes positive numbers, while ′1′ represents
negative numbers [6]. In IEEE-754 format, the floating point
numbers are represented by:
Single Precision:
Sign
︸ ︷︷ ︸

1-bit

Exponent
︸ ︷︷ ︸

8-bits

Mantissa
︸ ︷︷ ︸

23-bits

Double Precision:
Sign
︸ ︷︷ ︸

1-bit

Exponent
︸ ︷︷ ︸

11-bits

Mantissa
︸ ︷︷ ︸

52-bits
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Floating point numbers are generally of the form
((1)S)(F )(2E). F represents the value in the fractional field,
while E represents the value in the exponent field. In general,
the mantissa part is normalized by adding 1 as MSB. When the
exponent is too large to be represented in the exponent field
then it indicates an overflow condition. When the negative
exponent becomes too large to fit in the exponent field,
then it indicates an underflow condition. IEEE-754 standard
introduces a notation called NaN (Not a Number) as a result
for invalid operations such as division of zero with zero,
subtracting infinity from infinity. A detailed description on
the use of Karatsuba algorithm recursively for the use in
such applications is described in [4], [3]. Floating point
multiplication utilizes a 32- bit and 53- bit multiplier for
multiplication of its significand in single precision and double
precision respectively. Different multiplication algorithms are
used for multiplying the significands. The advantage of using
Vedic multiplication algorithm over conventional methods is
described in [6]. Floating point multiplication can also be done
by using pipelining method wherein addition of exponents,
multiplication of significands and calculation of sign bit can
be done in parallel. Implementation of floating point multiplier
using Karatsuba algorithm incorporating pipelining techniques
with a latency of 8 cycles is implemented in [7]. Among
arithmetic operations, multi-precision arithmetic is one of the
most time consuming operations with O(n2) time complexity.
Application of Karatsuba algorithm reduces the time complex-
ity of multiplication from O(n2) to O(nlog2 3) [8].
Application of vedic multiplication algorithm to DSP op-

erations reduces 40%-60% of time from the conventional
procedures. A detailed description on implementation of var-
ious DSP operations using Vedic multiplication technique
is described in [9]. The problem of finding the product of
two numbers by successively forming the complement of the
smaller of two operands is described in [10]. The algorithm
utilized is proposed in Vedic mathematics. Various techniques
described in Vedic mathematics can be used to design an
ALU, which is compatible for co-processors. This Vedic co-
processor will be more efficient than its conventional counter-
part [11]. A performance comparison of array multiplier and
vedic multiplier has been presented in [12].

III. FLOATING POINT MULTIPLICATION

Floating point multiplication of numbers represented using
either single precision format or double precision format
involve calculation of sign bit, exponent and mantissa of the
product and then normalizing and rounding off the result. Sign
bit is calculated by X-OR operation of the sign bits of two
operands. The exponents of both the operands are added to
obtain the product exponent. The resultant sum is subtracted
from 127 in case of single precision and 1023 in case of double
precision to obtain its biased exponent. The addition operation
involves the use of 8- bit and 11- bit ripple carry adder for
single and double precisions respectively. In order to improve
the performance high speed adders can be used. The mantissa
is multiplied using any of the multiplication algorithms [7].

sign
unbiased
exponent

Input X

mantissa

1−bit 11−bits 52−bits

sign unbiased
exponent

Input Y

1−bit 11−bits 52−bits

11 bit adder 11 bit adder

Biased exponent Biased exponent

11 bit adder
   53X53
vedic multiplier

1023

Normalisation

11−bits 52−bits

mantissaexponentsign

product

mantissa

1023
1023

1−bit

subtractor

Fig. 1: IEEE-754 Double Precision Floating Point multiplier

When Karatsuba algorithm is implemented recursively, each
operand is split into two parts with each part containing equal
number of bits when the number of bits in the given number
is even. When the number of bits are odd, the number is split
into two parts with one part containing (n+1)

2 - bits and the
other part containing (n−1)

2 - bits.

Algorithm 1 Floating Point Multiplication Algorithm
INPUT: Two floating point numbers a and b
OUTPUT: Floating point number c
Single Precision:
c(31)← a(31)xorb(31)
c(30 : 23)← a(30 : 23) + b(30 : 23)− 1111111
Product(47 : 0)← 1.a(22 : 0) ∗ 1.b(22 : 0)
Normalise and round off product to obtain c(22 : 0)
Double precision:
c(63)← a(63)xorb(63)
c(62 : 52)← a(62 : 52) + b(62 : 52)− 111111111
Product(105 : 0)← 1.a(51 : 0) ∗ 1.b(51 : 0)
Normalize and round off product to obtain c(51 : 0)

IV. AN OVERVIEW OF VEDIC ALGORITHM

The current work discusses Urdhva Tiryakbhyam sutra of
Vedic mathematics and is applied to the multiplication of
mantissa of floating point number. Urdhva Tiryakbhyam stands
for vertical and crosswise multiplication. The individual bits
of both the operands are subjected to vertical and cross wise
multiplication. Vedic multiplier is proved to be more efficient
in terms of area and time delay. An efficient application of
this algorithm to various DSP operations is described in [9].
Vedic mathematics sutras can also be applied to perform

the multiplication of numbers close to powers of 10 in a
simple procedure avoiding the necessity to follow lengthy
conventional procedure of multiplication [10]. Figure 2 shows
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Step-1:

a4 a3 a2 a1 a0

b4 b3 b2 b1 b0

s0 = a0b0

Step-2:

a4 a3 a2 a1 a0

b4 b3 b2 b1 b0

c1s1 = a1b0 + a0b1

Step-3:

a4 a3 a2 a1 a0

b4 b3 b2 b1 b0

c2s2 = a0b2 + a2b0 + a1b1 + c1

Step-4:

a4 a3 a2 a1 a0

b4 b3 b2 b1 b0

c3s3 = a0b3 + a3b0 + a2b1 + a1b2 + c2

Step-5:

a4 a3 a2 a1 a0

b4 b3 b2 b1 b0

c4s4 = a4b0 + a3b1 + a2b2 + a1b3 + a0b4 + c3

Step-6:

a4 a3 a2 a1 a0

b4 b3 b2 b1 b0

c5s5 = a4b1 + a3b2 + a2b3 + a1b4 + c4

Step-7:

a4 a3 a2 a1 a0

b4 b3 b2 b1 b0

c6s6 = a4b2 + a3b3 + a2b4 + c5

Step-8:

a4 a3 a2 a1 a0

b4 b3 b2 b1 b0

c7s7 = a4b3 + a3b4 + c6

Step-9:

a4 a3 a2 a1 a0

b4 b3 b2 b1 b0 c8s8 = a4b4 + c7

Fig. 2: Vedic multiplication illustration [3]

an illustration of Vedic multiplication involving two 5- bit
numbers. In the case of single precision floating point multipli-
cation, a 6- bit multiplier is designed using the vedic algorithm
and utilizing this 6- bit multiplier as a basic component, the
required 24- bit multiplier is obtained. In case of double
precision floating point multiplication, a 7- bit multiplier is
used as a basic component to construct the desired 53- bit
multiplier to multiply the significands of both the operands
as given in Algorithm -3. A comparison of time delays
for various types of multipliers for different key lengths is
presented in [11]. This comparison reveals the efficiency of
Vedic multiplication algorithm.

V. RESULTS AND SIMULATION

The floating point multiplication in both single precision
and double precision using Urdhva Tiryakbhyam algorithm

Algorithm 2 VEDIC ALGORITHM
INPUT: n- bit Multiplicand and Multiplier
OUTPUT: 2n- bit product
k ← 0
S(k): 2n- bit vector initialized to 0
for i = 0 to (n− 1) do

for j = 0 to i do
S(k) = S(k) + a(i)× b(i− j)

end for
k = k + 1

end for
for i = (n− 1) to 1 do

for j = (n− 1) to i do
S(k) = S(k) + a(i)× b(n− (i− j))

end for
k = k + 1

end for
for i = 0 to (k − 1) do
P = P + S(i)

end for

Algorithm 3 Floating point multiplication using Vedic algo-
rithm
function vedic(x[n], y[n])
M = 6 Single Precision and M = 7 Double Precision
if (n =M) then
Perform Vedic multiplication {as given Figure -2}

else
A1 ← vedic(xL, yL)
{xL - lower N

2 - bits and xH - upper N

2 - bits}
A2 ← vedic(xH , yH)
A3 ← vedic(xL, yH)
A4 ← vedic(xH , yL)
S1 + C1 ← A3 +A4

{Si, Ci indicate N - bit sum and the carry generated}
P1 ← A1H&A2L {& denotes concatenation operation}
S2 + C2 ← P1 + S1
S3 + C3 ← C1 + C2

P2 ← (N2 − 2)0s &C1 &C2

S4 ← P2 +A2H

end if
return S4&S2&A1L

of vedic mathematics is synthesized using 7v2000tflg1925-2
device of Virtex-7 family. Its performance is compared with
the floating point multipliers utilizing Booth and Karatsuba
multiplication algorithms. Table -I provides the device uti-
lization summary and time delay for both single precision
and double precision floating point multiplications using three
different algorithms and from this table it can be inferred that
compared to Karatsuba multiplier, Vedic multiplier utilizes
less number of resources and has shorter time delay. Even
though Booth multiplier occupies less number of resources,
due to its larger time delay making it inefficient for many
applications. Booth multiplication algorithm can be efficiently
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TABLE I: Comparison of Device Utilization and Timing Summaries of Booth, Karatsuba and Vedic IEEE-754 multipliers

Logic Utilization
Single Precision Double Precision

Booth Karatsuba Vedic Booth Karatsuba Vedic
Multiplication Multiplication Multiplication Multiplication Multiplication Multiplication

Number of Slice LUTs 163 2928(1%) 1121(0%) 324 15494 (10%) 9150(6%)
Number of LUT FF pairs Used 164 2928 1121 325 15494 9150
Number of IOs 99 96 96 195 192 192
Number of Bonded IOBs 99 96(16%) 96(16%) 195 192 (32%) 192 (32%)
Time Delay 47.33 ns 28.020 ns 27.760 ns 82.939 ns 34.081 ns 30.381 ns

(a) Booth multiplier

(b) Karatsuba Multiplier

(c) Vedic Multiplier

Fig. 3: Simulation Results for IEEE-754 Double Precision format multiplication

implemented for highly pipelined architectures, however it is
a poor choice for single cycle multiplication [13].

VI. CONCLUSIONS

Both the IEEE-754 single precision and double precision
floating point format multipliers using Booth, Karatsuba and
Vedic algorithms have been synthesized using Xilinx Virtex-6
FPGA device. Based on the device utilization and performance
comparison, Vedic multiplier outperforms Karatsuba multi-
plier both for single precision and double precision formats.
Even though Booth multiplier occupies least resources, it is
also the slowest.
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